**Problem 1: List Operations**

Description:

Write a program that uses the std::list container to manage a collection of integers. Your program should perform the following operations:

Insert elements at the front and back of the list.

Remove elements from the front and back of the list.

Sort the list in ascending and descending order.

Reverse the list.

Display the elements of the list.

A: #include <iostream>

#include <list>

using namespace std;

void displayList(const list<int>& lst) {

for (int val : lst) {

cout << val << " ";

}

cout << endl; }

int main() {

list<int> myList; // Insert elements at the front and back

myList.push\_front(10);

myList.push\_front(20);

myList.push\_back(30);

myList.push\_back(40);

cout << "List after inserting elements at front and back: ";

displayList(myList);

myList.pop\_front();

myList.pop\_back(); // Remove elements from the front and back

cout << "List after removing elements from front and back: ";

displayList(myList);

myList.sort();

cout << "List sorted in ascending order: "; // Sort the list in ascending order

displayList(myList);

myList.sort(greater<int>());

cout << "List sorted in descending order: "; // Sort the list in descending order

displayList(myList);

myList.reverse();

cout << "List after reversing: ";

displayList(myList);

return 0;

}

OUTPUT:
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**Problem 2: Vector Manipulation**

Description:

Create a program that uses the std::vector container to store a collection of floating-point numbers. The program should:

Add elements to the vector.

Remove elements from a specified position.

Find the maximum and minimum elements in the vector.

Calculate the average of the elements.

Display the elements of the vector.

A: #include <iostream>

#include <vector>

#include <algorithm>

#include <numeric>

using namespace std;

int main() {

std::vector<float> vec;

vec.push\_back(10.5);

vec.push\_back(20.2);

vec.push\_back(5.8);

vec.push\_back(30.1);

vec.push\_back(15.9);

cout << "Initial vector: ";

for (std::vector<float>::iterator it = vec.begin(); it != vec.end(); ++it) {

cout << \*it << " ";

}

cout << endl;

vec.erase(vec.begin() + 2);

cout << "After removing element at position 2: ";

for (std::vector<float>::iterator it = vec.begin(); it != vec.end(); ++it) {

cout << \*it << " ";

}

cout << endl;

float max = \*std::max\_element(vec.begin(), vec.end()); // Find maximum and minimum elements

float min = \*std::min\_element(vec.begin(), vec.end());

cout << "Maximum element: " << max << endl;

cout << "Minimum element: " << min << endl;

float sum = std::accumulate(vec.begin(), vec.end(), 0.0); // Calculate average

float average = sum / vec.size();

cout << "Average: " << average << endl;

return 0;

}

OUTPUT:
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**Problem 3: Queue Simulation**

Description:

Implement a program using the std::queue container to simulate a ticketing system. The program should:

Add customers to the queue.

Serve customers (remove from front of the queue).

Display the current queue.

Display the number of customers served.

#include <iostream>

#include <queue>

#include <string>

using namespace std;

int main() {

std::queue<std::string> customerQueue;

int customersServed = 0;

// Add customers to the queue

customerQueue.push("A");

customerQueue.push("B");

customerQueue.push("C");

customerQueue.push("D");

customerQueue.push("E");

// Display the current queue

cout << "Initial Queue: ";

std::queue<std::string> tempQueue = customerQueue;

while (!tempQueue.empty()) {

cout << tempQueue.front() << " ";

tempQueue.pop();

}

cout << endl;

// Serve customers (remove from front of the queue)

while (!customerQueue.empty()) {

cout << "Serving: " << customerQueue.front() << endl;

customerQueue.pop();

customersServed++;

}

// Display the number of customers served

cout << "Total customers served: " << customersServed << endl;

return 0;

}

OUTPUT:
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**Problem 4: Stack Operations**

Description:

Write a program using the std::stack container to evaluate a postfix expression. The program should:

Read a postfix expression.

Use a stack to evaluate the expression.

Display the result of the evaluation.

A: #include <iostream>

#include <stack>

#include <sstream>

#include <string>

using namespace std;

// Function to evaluate a postfix expression

int evaluatePostfix(const string& expression) {

stack<int> s;

istringstream iss(expression);

string token;

while (iss >> token) {

if (isdigit(token[0]) || (token[0] == '-' && token.size() > 1)) {

s.push(stoi(token));

} else {

int op2 = s.top(); s.pop();

int op1 = s.top(); s.pop();

if (token == "+") s.push(op1 + op2);

else if (token == "-") s.push(op1 - op2);

else if (token == "\*") s.push(op1 \* op2);

else if (token == "/") s.push(op1 / op2); }

}

return s.top(); }

int main() {

string postfixExpression;

cout << "Enter a postfix expression: ";

getline(cin, postfixExpression);

try {

int result = evaluatePostfix(postfixExpression);

cout << "The result of the evaluation is: " << result << endl;

} catch (const exception& e) {

cerr << "Error: " << e.what() << endl;

}

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

------------------------------------------------------------------------------------------------------------------------------------------

### Problem 1: Read from a File

### Task:

### Write a C++ program that reads a text file named input.txt and prints its content to the console.

### A: #include <iostream>

### #include <fstream>

### #include <string>

### using namespace std;

### int main() {

### ifstream inputFile("input.txt");

### if (!inputFile.is\_open()) {

### cerr << "Error: Could not open the file." << endl;

### return 1; // Return with an error code

### } string line;

### while (getline(inputFile, line)) { // Read the file line by line and print to the console

### cout << line << endl;

### }

### inputFile.close();

### return 0;

### }

### OUTPUT:

### 

### Questions:

### 1. How do you open a file for reading in C++?

### A: You open a file for reading in C++ using the ifstream class.

### ifstream inputFile("input.txt");

### 2. What is the purpose of the ifstream class in C++?

### A: The ifstream class is used to read data from files. It stands for input file stream.

### 3. How can you check if a file was successfully opened?

### A: You can check if a file was successfully opened by calling the is\_open() member function on the ifstream object.

### 4. What function do you use to read a line from a file?

### A: To read a line from a file, you use the getline() function.

### 5. How do you properly close a file after reading?

### A: You properly close a file after reading by calling the close() member function on the ifstream object.

### Problem 2: Write to a File

### Task:

### Write a C++ program that writes the following lines to a file named output.txt:

### bash

### Copy code

### Hello, world!

### This is a test file.

### #include <iostream>

### #include <fstream>

### using namespace std;

### int main() {

### ofstream outputFile("output.txt");

### if (outputFile.is\_open()) {

### outputFile << "Hello, world!" << endl;

### outputFile << "This is a test file." << endl;

### outputFile.close();

### cout << "Content written to the file successfully." << endl;

### } else {

### cout << "Error opening file for writing." << endl;

### }

### return 0;

### }

### OUTPUT:

### 

### Questions:

### 1. How do you open a file for writing in C++?

### A: Use the ofstream class to create an output file stream and open the file.

### 2. What is the purpose of the ofstream class in C++?

### A: The ofstream class is used for writing to files. It provides facilities to write data in various formats.

### 3. How can you handle errors if the file fails to open for writing?

### A: Check if the file stream is successfully opened using the is\_open() member function.

### 5. How do you write a string to a file in C++?

### A: Use the insertion operator (<<) to write strings to the file.

### 6. What is the importance of closing a file after writing to it?

### A: Closing a file ensures that all data is properly flushed to the file and resources are released.

### Problem 3: Append to a File

### Task:

### Write a C++ program that appends the following line to a file named log.txt:

### bash

### Copy code

### New log entry.

### #include <iostream>

### #include <fstream>

### using namespace std;

### int main() {

### ofstream logFile("log.txt", ios::app);

### if (logFile.is\_open()) {

### logFile << "New log entry." << endl;

### logFile.close();

### cout << "Content appended to the file successfully." << endl;

### } else {

### cout << "Error opening file for appending." << endl;

### }

### return 0;

### }

### OUTPUT:

### 

### Questions:

### 1.How do you open a file for appending in C++?

### A: Use the ofstream class with the ios::app flag to open the file in append mode.

### 2. What is the difference between opening a file in write mode and append mode?

### A: Write mode (ios::out) truncates the existing content, while append mode (ios::app) preserves the existing content and adds new content at the end.

### 3. How do you use the ofstream class to append data to a file?

### A: Open the file using ofstream with the ios::app flag.

### 4. What happens if the file does not exist when you try to open it in append mode?

### A:The file will be created if it does not exist.

### 5. How can you ensure data integrity when appending to a file?

### A: Ensure that the file is successfully opened before appending and properly close the file after the operation.

### Problem 4: Copy a File

### Task:

### Write a C++ program that copies the content of a file named source.txt to another file named destination.txt.

### #include <iostream>

### #include <fstream>

### #include <string>

### using namespace std;

### int main() {

### ifstream sourceFile("source.txt", ios::binary);

### ofstream destFile("destination.txt", ios::binary);

### if (sourceFile.is\_open() && destFile.is\_open()) {

### destFile << sourceFile.rdbuf();

### sourceFile.close();

### destFile.close();

### cout << "File copied successfully." << endl;

### } else {

### cout << "Error opening source or destination file." << endl; }

### return 0;

### }

### OUTPUT:

### 

### Questions:

### 1. How do you read from one file and write to another file in C++?

### A: Use ifstream to read from the source file and ofstream to write to the destination file.

### 2. How can you efficiently copy the contents of a file in C++?

### Use the rdbuf() method to copy the file contents in binary mode.

### 3. What are the potential errors you should handle when copying a file?

### A: Errors in opening the source or destination file and errors during the read/write operations.

### 4. How do you check the end-of-file (EOF) condition when reading a file?

### A: The ifstream automatically sets the EOF flag when the end of the file is reached, which can be checked using the eof() member function.

### 5. How do you ensure both files are properly closed after the copy operation?

### A: Use the close() member function for both ifstream and ofstream objects.

### Problem 5: Count Words in a File

### Task:

### Write a C++ program that reads a file named data.txt and counts the number of words in the file.

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

int main() {

ifstream inputFile("data.txt");

if (inputFile.is\_open()) {

string word;

int wordCount = 0;

while (inputFile >> word) {

wordCount++; }

inputFile.close();

cout << "Total number of words: " << wordCount << endl;

} else {

cout << "Error opening file for reading." << endl;

}

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

Questions:

1. How do you define a word in the context of reading from a file?

A: A word is typically defined as a sequence of characters separated by whitespace (spaces, newlines, etc.).

2. What functions can you use to read words from a file in C++?

A: Use the extraction operator (>>) to read words from the file.

3. How do you handle different word delimiters (spaces, newlines, etc.)?

A: The extraction operator (>>) automatically handles spaces, newlines, and other whitespace as delimiters.

4. How can you keep track of the word count while reading the file?

A: Increment a counter variable each time a word is successfully read.

5. How do you handle large files to avoid memory issues while counting words?

A: Since only one word is read into memory at a time, large files are handled efficiently without significant memory usage.